**ЗАДАНИЕ №1** Подключить к очереди двух клиентов (один из них выполняется как поток).

**ЛИСТИНГ:**

**SERVER:**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <errno.h>

#include <unistd.h>

#include <sys/msg.h>

#define MAX\_TEXT 512

struct my\_msg\_st{

long int my\_msg\_type;

char some\_text[BUFSIZ];};

int main()

{

int running =1;

int msgid,msgid2;

struct my\_msg\_st some\_data;

char buffer[BUFSIZ];

msgid= msgget ((key\_t) 1234, 0666 | IPC\_CREAT);

msgid2= msgget ((key\_t) 1234, 0666 | IPC\_CREAT);

if (msgid==-1) { printf ("msget failed!");

getchar();

exit(EXIT\_FAILURE);}

while(running)

{printf ("enter some text:");

fgets(buffer, BUFSIZ, stdin);

some\_data.my\_msg\_type=1;

strcpy(some\_data.some\_text,buffer);

if (msgsnd(msgid,(void\*) & some\_data, MAX\_TEXT, 0)==-1)

{

printf("msgsnd failed!");

getchar();

exit(EXIT\_FAILURE);

}

if (msgsnd(msgid2,(void\*) & some\_data, MAX\_TEXT, 0)==-1)

{

printf("msgsnd failed!");

getchar();

exit(EXIT\_FAILURE);

}

printf("servermsg ended!");

getchar();

exit(EXIT\_SUCCESS);

}}

**CLIENT\_1:**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <errno.h>

#include <unistd.h>

#include <sys/msg.h>

struct my\_msg\_st {

long int my\_msg\_typr;

char some\_text[BUFSIZ];};

int main()

{

int running =1;

int msgid;

struct my\_msg\_st some\_data;

long int msg\_to\_receive=0;

msgid = msgget ((key\_t) 1234, 0666 | IPC\_CREAT);

if (msgid==-1)

{

printf ("msget failed!");

getchar();

exit(EXIT\_FAILURE);

}

while(running)

{if (msgrcv(msgid,(void\*) & some\_data, BUFSIZ, msg\_to\_receive,0)==-1){

printf("msgrcv failed!");

getchar();

exit(EXIT\_FAILURE);}

printf("Text captured:%s", some\_data.some\_text);

printf("client terminated");

getchar();

exit(EXIT\_SUCCESS);

}}

**CLIENT\_2**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <errno.h>

#include <unistd.h>

#include <sys/msg.h>

#include <pthread.h>

struct my\_msg\_st {

long int my\_msg\_typr;

char some\_text[BUFSIZ];};

void\* thread\_func(void\* arg);

char message[] ="date";

int main()

{

int res;

pthread\_t a\_thread;

void\* thread\_result;

res =pthread\_create(&a\_thread,NULL,thread\_func,(void\*)message);

res=pthread\_join(a\_thread, &thread\_result);

exit(0);

}

void \*thread\_func(void\* arg)

{

int running =1;

int msgid2;

struct my\_msg\_st some\_data;

long int msg\_to\_receive=0;

msgid2 = msgget ((key\_t) 1234, 0666 | IPC\_CREAT);

if (msgid2==-1)

{

printf ("msget failed!");

getchar();

exit(EXIT\_FAILURE);

}

while(running)

{if (msgrcv(msgid2,(void\*) & some\_data, BUFSIZ, msg\_to\_receive,0)==-1){

printf("msgrcv failed!");

getchar();

exit(EXIT\_FAILURE);}

printf("Text captured:%s", some\_data.some\_text);

if(strncmp(some\_data.some\_text,"end",3)==0)

{running=0;}

if (msgctl(msgid2, IPC\_RMID, 0)==-1){

printf("msgctl failed!");

getchar();

exit(EXIT\_FAILURE);}

printf("client terminated");

getchar();

exit(0);}

}

**ВЫПОЛНЕНИЕ:**

**SERVER:**
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**ЗАДАНИЕ №2** Создать две очереди сообщений. Первый процесс пишет в первую очередь и читает из второй, второй процесс наоборот, читает из первой очереди и пишет во вторую.

**ЛИСТИНГ:**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <errno.h>

#include <unistd.h>

#include <sys/msg.h>

#define MAX\_TEXT 512

struct my\_msg\_st{

long int my\_msg\_type;

char some\_text[BUFSIZ];};

struct my\_msg\_st2{

long int my\_msg\_type2;

char some\_text2[BUFSIZ];};

int main()

{

pid\_t child\_pid;

child\_pid=fork();

int running =1;

int msgid;

int msgid2;

struct my\_msg\_st some\_data;

char buffer[BUFSIZ];

struct my\_msg\_st2 some\_data2;

char buffer2[BUFSIZ];

long int msg\_to\_receive=0;

msgid= msgget ((key\_t) 1234, 0666 | IPC\_CREAT);

msgid2= msgget ((key\_t) 1235, 0666 | IPC\_CREAT);

if (msgid==-1) { printf ("msget failed!");

getchar();

exit(EXIT\_FAILURE);}

if (msgid2==-1) { printf ("msget failed!");

getchar();

exit(EXIT\_FAILURE);}

if(child\_pid == 0)

{

printf ("enter some text1:");

fgets(buffer, BUFSIZ, stdin);

some\_data.my\_msg\_type=1;

strcpy(some\_data.some\_text,buffer);

if (msgsnd(msgid,(void\*) & some\_data, MAX\_TEXT, 0)==-1)

{

printf("msgsnd failed!");

exit(EXIT\_FAILURE);

}

if (msgrcv(msgid2,(void\*) & some\_data2, BUFSIZ, msg\_to\_receive,0)==-1)

{

printf("msgrcv failed!");

exit(EXIT\_FAILURE);

}

printf("Text captured2:%s", some\_data2.some\_text2);

if (msgctl(msgid2, IPC\_RMID, 0)==-1)

{

printf("msgctl failed!");

getchar();

exit(EXIT\_FAILURE);

}

}

else{

sleep(3);

printf ("enter some text2:");

fgets(buffer2, BUFSIZ, stdin);

some\_data2.my\_msg\_type2=1;

strcpy(some\_data2.some\_text2,buffer2);

if (msgsnd(msgid2,(void\*) & some\_data2, MAX\_TEXT, 0)==-1)

{

printf("msgsnd failed!");

exit(EXIT\_FAILURE);

}

if (msgrcv(msgid,(void\*) & some\_data, BUFSIZ, msg\_to\_receive,0)==-1)

{

printf("msgrcv failed!");

exit(EXIT\_FAILURE);

}

printf("Text captured1:%s", some\_data.some\_text);

if (msgctl(msgid, IPC\_RMID, 0)==-1){

printf("msgctl failed!");

getchar();

exit(EXIT\_FAILURE);}

}

}

**ВЫПОЛНЕНИЕ:**

**![](data:image/png;base64,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)**

**ЗАДАНИЕ №3.** Сделать два сервера сообщений и одного клиента. Серверы используют одну и ту же очередь. Клиент читает и определяет, от какого сервера пришло сообщение.

**ЛИСТИНГ:**

**SERVER\_1:**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <errno.h>

#include <unistd.h>

#include <sys/msg.h>

#define MAX\_TEXT 512

struct my\_msg\_st{

long int my\_msg\_type;

char some\_text[BUFSIZ];};

int main()

{

int running =1;

int msgid;

struct my\_msg\_st some\_data;

char buffer[BUFSIZ];

msgid= msgget ((key\_t) 1234, 0666 | IPC\_CREAT);

if (msgid==-1) { printf ("msget failed!");

getchar();

exit(EXIT\_FAILURE);}

while(running)

{printf ("enter some text:");

fgets(buffer, BUFSIZ, stdin);

some\_data.my\_msg\_type=1;

strcpy(some\_data.some\_text,buffer);

if (msgsnd(msgid,(void\*) & some\_data, MAX\_TEXT, 0)==-1)

{

printf("msgsnd failed!");

getchar();

exit(EXIT\_FAILURE);

}

if(strncmp(buffer,"end",3))

{

running =0;

}

printf("servermsg ended!");

getchar();

exit(EXIT\_SUCCESS);

}}

**SERVER\_2:**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <errno.h>

#include <unistd.h>

#include <sys/msg.h>

#define MAX\_TEXT 512

struct my\_msg\_st{

long int my\_msg\_type;

char some\_text[BUFSIZ];};

int main()

{

int running =1;

int msgid;

struct my\_msg\_st some\_data;

char buffer[BUFSIZ];

msgid= msgget ((key\_t) 1235, 0666 | IPC\_CREAT);

if (msgid==-1) { printf ("msget failed!");

getchar();

exit(EXIT\_FAILURE);}

while(running)

{printf ("enter some text:");

fgets(buffer, BUFSIZ, stdin);

some\_data.my\_msg\_type=1;

strcpy(some\_data.some\_text,buffer);

if (msgsnd(msgid,(void\*) & some\_data, MAX\_TEXT, 0)==-1)

{

printf("msgsnd failed!");

getchar();

exit(EXIT\_FAILURE);

}

if(strncmp(buffer,"end",3))

{

running =0;

}

printf("servermsg ended!");

getchar();

exit(EXIT\_SUCCESS);

}}

**CLIENT:**

#include <stdlib.h>

#include <stdio.h>

#include <string.h>

#include <errno.h>

#include <unistd.h>

#include <sys/msg.h>

struct my\_msg\_st {

long int my\_msg\_typr;

char some\_text[BUFSIZ];};

int main()

{

pid\_t child\_pid;

child\_pid=fork();

int running =1;

int msgid;

int msgid2;

struct my\_msg\_st some\_data;

long int msg\_to\_receive=0;

msgid = msgget ((key\_t) 1234, 0666 | IPC\_CREAT);

msgid2 = msgget ((key\_t) 1235, 0666 | IPC\_CREAT);

if (msgid==-1)

{

printf ("msget failed!");

getchar();

exit(EXIT\_FAILURE);

}

if(child\_pid == 0)

{

while(running)

{if (msgrcv(msgid,(void\*) & some\_data, BUFSIZ, msg\_to\_receive,0)==-1){

printf("msgrcv failed!");

getchar();

exit(EXIT\_FAILURE);}

printf("\nText captured server 1:%s", some\_data.some\_text);

if(strncmp(some\_data.some\_text,"end",3)==0)

{running=0;}

if (msgctl(msgid, IPC\_RMID, 0)==-1){

printf("msgctl failed!");

getchar();

exit(EXIT\_FAILURE);}

printf("client terminated");

getchar();

exit(EXIT\_SUCCESS);}

}

else {

while(running)

{

if (msgrcv(msgid2,(void\*) & some\_data, BUFSIZ, msg\_to\_receive,0)==-1)

{

printf("msgrcv failed!");

getchar();

exit(EXIT\_FAILURE);

}

printf("\nText captured server 2:%s", some\_data.some\_text);

if(strncmp(some\_data.some\_text,"end",3)==0)

{

running=0;

}

if (msgctl(msgid2, IPC\_RMID, 0)==-1)

{

printf("msgctl failed!");

getchar();

exit(EXIT\_FAILURE);

}

printf("client terminated");

getchar();

exit(EXIT\_SUCCESS);}

}

}